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ABSTRACT

This paper identifies a small, essential set of static software code metrics linked to the software product quality characteristics of reliability and maintainability and to the most commonly identified sources of technical debt. An open-source plug-in is created for the Understand code analysis tool that calculates and visualizes these metrics. The plug-in was developed as a first step in an ongoing project aimed at applying case-based reasoning to the issue of software product quality.1
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1 INTRODUCTION

There is a consistent push to improve software product quality, especially for components that are designed to be heavily re-used and extended, e.g. as a shared module of a software product line with an expected long life.

The first objective of this abstract is to identify a small, essential set of static software code metrics linked to the software product quality characteristics of reliability and maintainability [5, 13] and to the most commonly identified sources of technical debt [4]. While some technical debt is unavoidable [9], a large survey of software engineers and architects across multiple organizations provides a practical view of the causes and sources of avoidable technical debt [4]. Their results indicate that architectural decisions, overly complex code, and lack of code documentation are the top three avoidable sources of technical debt in practice. Specifically, this abstract identifies a small set of static source code metrics that are related to the three given areas of technical debt and have a strong empirical or applied relationship with reliability and maintainability.

The second objective of this paper is to describe the open source plug-in that was created for the Understand code visualization and static analysis tool, which calculates and visualizes these metrics in an interactive report.

There is an abundance of related work in software quality, technical debt, and automated code review that identifies specific source code metrics, describes how the measurements of these metrics are aggregated, and how the aggregations are used to assess characteristics of software quality and technical debt. Summarizing this work is outside the scope of this abstract, see [3, 6] as a starting point.

In the remainder of this abstract, the Methods section describes the work performed on metric identification, calculation, and visualization. Following this, the Conclusion sections summarizes the results and introduces future work.

2 METHODS

This section first discusses the static source code metrics that were selected to measure software product quality in each of the three areas of avoidable technical debt. Following this, the plug-in created for the Understand code analysis tool is briefly described.

2.1 Architectural Metrics

While there are numerous possible measures of software architecture [8, 16, 18], the propagation cost and core size metrics as defined by [1] were specified by the research agenda. Propagation cost is a system-wide metric that describes the proportion of software files that are directly or indirectly linked to each other. The core size metrics involves classifying every component (class or file) into one of five architecture groups based on the number of direct and indirect links of the components: core, shared, control, peripheral, and isolate. The core group represents the largest set of components that are interdependently linked to each other. A primary contribution of the plug-in is to calculate these two metrics and produce the Design Structure Matrix (DSM) graphs.

The utility of the propagation cost and core size measures of architectural complexity has been demonstrated in a number of studies [10, 11, 17]. These measures have been shown to relate significantly to defect density, programmer productivity, and programmer retention. Core files have been found to contain more defects and cost more to maintain [11].
2.2 Complexity Metrics
A small set of complexity, size, and coupling metrics were selected based on evidence supporting correlation with, or prediction of, the software characteristics of reliability and maintainability. Given the vast available literature on software metrics and an equally large variety of metrics, a reasonable starting point is systematic literature reviews. [7] reviews 99 primary studies and compares their work to several other surveys and systematic literature reviews (e.g., [15] [14]). The results indicate that the link from metric to reliability and maintainability across studies is strongest for: LOC, WMC-Unweighted/WMC-McCabe, RFC, and CBO. Standard definitions for these metrics can be found in [5], which generally match the descriptions for how the calculations are performed by Understand [12].

2.3 Comment Metrics
The Code-To-Comment ratio is used as an initial measure of code commenting. This metric has been well studied as part of earlier work on quality models [2]. Anecdotally, it is also one of the metrics most-used by developers utilizing the Understand software. The plug-in relies on existing functionality within Understand to calculate this metric.

2.4 Reporting Results
An interactive HTML report is generated as shown in Figure 1. The report includes all the generated metrics on the left and the various architecture groupings in a Design Structure Matrix graph in the center, as described in [1].

Figure 1. Interactive report generated for a repository.

3 CONCLUSION
Software code quality and technical debt have significant impact on a software product’s reliability and maintainability. This paper identifies a small, essential, set of static software code metrics linked to reliability and maintainability and to the most commonly identified sources of technical debt. This paper also describes an open source plug-in that was created for the Understand code analysis tool, which calculates these metrics and produces an interactive report (github.com/StottlerHenkeAssociates/Software-Architecture-Evaluation). While the plug-in is useful as-is, it was developed as a first step in an ongoing project aimed at applying case-based reasoning to the issue of software product quality. The next step in this project aims to use the described plug-in as part of a research effort to define and validate the aggregation of these metrics as part of a software product quality model.
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